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P1. 
Modified diagram to support "lui" instruction[image: ]

· Paragraph that describes how/why your changes implement the "lui" instruction.
The changes above implement the “lui” instruction by taking the immediate line and adding 16 bits of 0’s to that signal. The result will be sent to the destination register Write Data. We have a multiplexor that will select 1 when there is an immediate or 0 if it’s R-Type. A lui option will be coming out of the instruction decoder and the mux will go into the destination register when we see the instruction for lui.
· Non-trivial example of the "lui" instruction.
The “lui” instruction stores an immediate value in the 16 most significant bits. Then it resets the rest of the remaining bits to zero. For example, if we had an instruction lui $t1, 61 then $t1 = 0000 0000 0111 1101 0000 0000 0000 0000

· How data values for this instruction flow through the processor.  
[image: ]
· Minimum length of time that the "lui" instruction needs to complete
[image: ]

[image: ]

After going through and adding the options through the diagram, the minimum time we would need would be 360ps. This is because after going through the registers and ALU the minimum option we could have would be 310ps adding the 2 mux’s left, we get 350 and need a spare 10ps to make sure it ends 10ps before the end of the clock cycle. 
· Table of control signals for the processor for this instruction.  

	INSTRUCTION
	REGDST
	ALUSRC
	MEMTO-REG
	REG-WRITE
	MEM-READ
	MEM-WRITE
	BRANCH
	ALUOP1
	ALUOP0
	LUI

	R-FORMAT
	1
	0
	0
	1
	0
	0
	0
	1
	0
	0

	LW
	0
	1
	1
	1
	1
	0
	0
	0
	0
	0

	SW
	X
	1
	X
	0
	0
	1
	0
	0
	0
	0

	BEQ
	X
	0
	X
	0
	0
	0
	1
	0
	1
	0

	LUI
	0
	X
	X
	1
	X
	0
	0
	X
	X
	1




P2.
· Modified diagram to support "jsa" instruction. 
[image: ]
· Paragraph describing how/why your changes implement "jsa" instruction.

The changes made were adding an additional multiplexor in the upper right to determine the jump target or branch to the next instruction. A line was added to the control so that it recognizes that it’s a jump type not just a register type. The instructions from 5 to 0 are needed to know the func, so we know it’s a jump register. The jump register is set to extend the mux and take the data from rs as input and assign a control 2 to the input of the mux to discern between the address and the register of the branch. The input to the mux comes from the read data and the jump target address is obtained by shifting the lower 26 bits of the jump instruction left 2 bits, then concatenating the upper 4 bits of PC+4.


Non-trivial example of the "jsa" instruction.
For example, if I used this instruction jsa 4($s1) it would first read $s1 from memory, then use the data from memory as the destination address. Then during execution jsa would read the value from $s1 and add offset value of 4. The new memory address if $s1 was 0x0001 would be 0x1000 and that would be the new memory address that the PC would use for the following instruction.
· How the data values for this instruction flow through the processor.  
[image: ]
JSA reads the value from the specified register ($s0) then adds the offset. The memory address is formed then the data is read from memory as destination address and is used as new PC data.
· Minimum length of time that the "jsa" instruction needs to complete
[image: ]
[image: ]
After going through and adding the options through the diagram, the minimum time we would need would be 300ps. This is because after going through the instruction memory, the registers and through the final mux we could have 300ps before starting the next clock cycle. 

· Table of control signals for the processor for this instruction.  

	INSTRUCTION
	REGDST
	ALUSRC
	MEMTO-REG
	REG-WRITE
	MEM-READ
	MEM-WRITE
	BRANCH
	ALUOP1
	ALUOP0

	JSA
	x
	2
	x
	1
	0
	1
	1
	x
	1





P3.
·  Fastest clock period and clock frequency at which our single cycle CPU could safely operate
[bookmark: _GoBack]In order to know how fast the single cycle CPU could safely operate we need to know the longest delays. The longest delays to compute would be using a load word instruction because it needs to go through the majority of the components of the processor besides an ALU and shift left and a few read and write components. Below you can see the added values of the data paths and different paths were analyzed and the most expensive was chosen. By adding a 10ps setup time, the clock cycle must at least 670 ps. If we use the 10% variance this would be 670 * 110% or 737 ps. The clock frequency that we would need is the inverse or 1/737 = 0.00136 or 1.36GHz.

[image: ]
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image3.png
The PC register will be ready to output data at the beginning of the clock cycle.
The control logic latency and any other gate latency is 30 ps; control logic outputs will be correct 30 ps
after all inputs arrive.

MUX latency is 20 ps; all MUXs outputs will be correct 20 ps after the last relevant input arrives.

Any ALU that only does addition has a latency of 70 ps.

The general purpose ALU has a latency of 90 ps.

Instruction memory has a latency of 200 ps, and data memory has a latency of 250 ps for reads or writes.
The register file has a read latency of 80 ps. Note: There is an error on my key where the register file looks
like it has a latency of 120 ps. | am not going to update the key, but note that I'm using an incorrect assumption
(120 ps latency instead of the correct 80ps latency).

Any data that is to be written back to any register (register file / PC) must arrive at the register file 10 ps
before the end of the clock cycle. (This is called 'setup time, and it allows the first stage latch of the flip-
flops enough time to capture the data before the edge of the clock arrives.)

Wires, sign extension, and shift left 2 have insignificant latency. (In reality, they'd have a lttle due to wire
delays and the need for signal amplification, but we'l ignore it)
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